
Toward Low-Latency End-to-End Communication in 5G Using
Interdomain Edge Peering

Yuxin Wang
†‡
, Qiao Xiang

†‡∗
, Jiwu Shu

†
, Geng Li

◦
, Linghe Kong

♦
,

†
Xiamen University,

‡
Tan Kah Kee Innovation Laboratory,

◦
Huawei Technologies,

♦
Shanghai Jiao Tong University

Abstract

A core requirement in the 5G network is to support low-latency

end-to-end communication. However, in the current network ar-

chitecture, the communication between devices has to go through

unnecessarily long paths involving radio access networks, edge net-

works and backbone networks, hence could result in high latency.

To address this problem, in this paper, we design an interdomain

edge peering framework called EdgePeering. Instead of sending

traffic to backbone networks, in EdgePeering, edge networks from

different network providers use each other to forward traffic to-

ward destinations, and therefore improve the latency of end-to-end

communication. Meanwhile, network providers in EdgePeering

maintain their autonomy to make policies on which links in their

own edge network can be used to forward such traffic. We develop

a novel distributed algorithm in EdgePeering, which allows edge

nodes of different networks to collaboratively decide the optimal

routing and traffic assignment for delivering all traffic along paths

with low latency, subject to the policies of all networks but without

exposing them. Extensive evaluation using real-world topologies

shows that EdgePeering provides a tight approximation ratio, and

can scale to large interdomain edge networks.
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Figure 1: Amotivating example for EdgePeering. 1○: in the current network

architecture, device 1 needs to go through the backbone networks to reach

device 2, resulting in potentially high latency. 2○: in EdgePeering, different

edge networks can collaboratively form interdomain edge paths, potentially

reducing the end-to-end latency from device 1 to device 2.

1 Introduction

5G is a key enabler for diverse new use cases, such as autonomous

driving [6] , augmented/virtual reality [9] , cloud gaming [33],

and ultra-high-resolution video streaming [24]. To this end, many

innovations (e.g., 5G New Radio [4], carrier aggregation [8] and dy-

namic slot scheduling [23]) have been made, including commercial

5G network deployments since 2019 [7, 10].

Despite such progress in both technology innovation and com-

mercial deployment, the end-to-end communication latency in 5G

is still constrained by its overall architecture design. Specifically,

consider a 5G typical scenario [4] in Figure 1. For device 1 to send

data traffic to device 2, the workflow consists of 4 steps: (1.1) de-

vice 1 sends the data through its connected radio access network

(RAN) to edge network 𝐴; (1.2) edge network 𝐴 performs packet

core functions (e.g., billing) on the received data, and forwards it to

the backbone network 𝐴 and Internet; (1.3) the backbone network

𝐶 forward the data to edge network 𝐶 ; (1.4) edge network 𝐶 sends

the data to device 2 through RAN C. The end-to-end communica-

tion latency between two devices is limited by the latency of this

unnecessarily long path, and can be very high.

Researchers have made several efforts to reduce the end-to-end

latency in cellular networks, and the basic design principle is to

avoid sending the traffic through the backbone networks. Specifically,
some propose to design and use mobile ad hoc network (MANET)

routing and scheduling protocols [11, 18, 28] to forward traffic

through end devices. However, it has limited scalability, and hence

is not suitable for the 5G network. Others propose to use servers

in edge networks as coordinators to decide the routing among end

devices [22, 32]. However, this separation of control path and data

path cannot respond to the highly dynamic environment of 5G in

time. Some industry solutions use edge networks for traffic forward-

ing among devices connected to the same network provider [5, 14],

but they require significant hardware investment and only work on

data traffic among devices connected to the same network providers.

https://doi.org/10.1145/3538401.3546600
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In this paper, we propose EdgePeering, a novel framework that

achieves low-latency end-to-end communication in 5G at a low

cost when the latency of the backbone network is high, using two

novel design points:

Peering and exchanging traffic at edge networks. (§2). Our

key observation is that the edge networks of different network

providers can collaboratively provide low-latency end-to-end paths

among all devices. For example, in the same scenario in Figure 1, by

adding edge peering links between edge networks from different

providers at common locations (e.g., edge data centers provided by

data center providers or internet exchange points) and forwarding

traffic through edge networks, device 1 can send data to device 2

with a potentially lower latency, without going through backbone

networks. By allowing network providers to use the edge networks

of others, we may improve the end-to-end latency of 5G at low

investment and social cost, and ensure scalability.

We note that the idea of pooling the resources of multiple

networks together to improve the overall network performance

is already being practiced in some other contexts. For example,

REIN [29] proposes to let two neighboring networks use the infras-

tructure of each other as a backup to improve the network reliability.

Such sharing of resources improves the performance of individual

network providers, reduces their investment cost, and also reduces

the overall social cost (e.g., less waste of idle resources).
Distributed, collaborative traffic engineering among edge net-

works (§3). To realize low-latency forwarding using edge networks,

the participating network providers first negotiate offline to reach

an agreement on a cost function that the network of their edge net-

works (called an interdomain edge network) aims to minimize. Next,

a novel, distributed algorithm is developed, which allows routers

(called edge nodes) from different network providers in the interdo-

main edge network to collaboratively decide the optimal routing

and traffic assignment for delivering traffic in the interdomain edge

network along paths with low latency, subject to the topologies

and policies of all network providers but without exposing them.

Prototype evaluation (§4). We implement a prototype of

EdgePeering, and evaluate its performance using real world topolo-

gies. Results show that EdgePeering provides a tight approximation

ratio on minimizing the agreed cost function, with small messaging

and computation overhead even in large networks.

2 Overview of EdgePeering

In this section, we present the architecture and the basic work-

flow of EdgePeering, and then formulate the optimal low-latency

routing problem in EdgePeering.

2.1 Architecture and Workflow

Interdomain edge network. Figure 2 gives the architecture of

EdgePeering. We consider an interdomain edge network𝐺 = (𝑉 , 𝐸)
composed of 𝐾 edge networks from different network providers,

indexed by 𝑘 = 1, . . . , 𝐾 . Links in 𝐺 are directional. A link between

two edge nodes 𝑖, 𝑗 ∈ 𝑉 represents that they are directly connected.

Given a link 𝑒 = (𝑖, 𝑗), we use 𝑑𝑒 and 𝑑𝑖 𝑗 interchangeably to denote

its latency. EachAS𝑘 has a set of edge nodes (i.e., routers) denoted as
𝑉𝑘 . Each edge node 𝑖 ∈ 𝑉 belongs to one and only one edge network.

In other words, for any two edge networks 𝑘, 𝑘 ′, 𝑉𝑘 ∩ 𝑉𝑘′ = ∅.
𝐸𝑘 is the set of links in 𝐸 whose both ends are in 𝑉𝑘 , i.e., 𝐸𝑘 =

Figure 2: The architecture of EdgePeering.

{(𝑖, 𝑗) | (𝑖, 𝑗) ∈ 𝐸, 𝑖, 𝑗 ∈ 𝑉𝑘 }. Given a link 𝑒 = (𝑖, 𝑗) ∈ 𝐸, if 𝑖, 𝑗 belongs
to different edge networks, 𝑒 is called an edge peering link. The set of
all edge peering links in 𝐺 is denoted as 𝐸𝐼 . We see that ∪𝑘𝑉𝑘 = 𝑉

and (∪𝑘𝐸𝑘 ) ∪ 𝐸𝐼 = 𝐸.
For any two different edge nodes (𝑖, 𝑗) ∈ 𝑉 × 𝑉 , we use 𝑙𝑖 𝑗 to

denote the amount of data traffic node 𝑖 needs to deliver to 𝑗 . A

node pair (𝑖, 𝑗) is called a traffic demand pair if 𝑙𝑖 𝑗 > 0. The set of

all traffic demand pairs in𝐺 is called the traffic demand set, denoted

as 𝑆 = {(𝑖, 𝑗) | (𝑖, 𝑗) ∈ 𝑉 ×𝑉 , 𝑙𝑖 𝑗 > 0}.
Workflow of EdgePeering. We briefly present the basic work-

flow of EdgePeering, in which edge nodes of different networks

collaboratively compute the optimal routing and traffic assignment

decisions for delivering all traffic demand pairs along low-latency

paths. All these steps can be executed in short or long periods as

needed.

• Step 0: all 𝐾 networks agree on a cost function 𝑔 for the inter-

domain edge network through offline negotiation. This step is

similar to that in collaborative science networks [21] and com-

mercial interdomain networks [26, 29, 30];

• Step 1: each edge node 𝑖 estimates 𝑙𝑖 𝑗 , the traffic demand from

itself to 𝑗 , and measures 𝑑𝐵
𝑖 𝑗
, the latency to deliver traffic to 𝑗

through the backbone networks for all other edge nodes 𝑗 ∈
𝑉 /{𝑖};
• Step 2: each edge node 𝑖 decides 𝛼𝑖 𝑗 ∈ (0, 1), the maximal latency

coefficient, and uses 𝛼𝑖 𝑗𝑑
𝐵
𝑖 𝑗
as the maximal allowable latency for

delivering traffic from 𝑖 to 𝑗 ;

• Step 3: edge nodes execute a distributed algorithm (§3) to decide

the route and traffic assignments for all traffic demand pairs,

such that (1) for each (𝑖, 𝑗) ∈ 𝑆 , its traffic can be delivered along

policy-compliant paths (i.e., paths allowed by network providers

to forward interdomain traffic) with latency no higher than𝛼𝑖 𝑗𝑑
𝐵
𝑖 𝑗
,

(2) 𝑔 is minimized, and (3) the policies of edge networks are not

exposed.

2.2 Optimal Low-Latency Routing Problem

In EdgePeering, given a node pair (𝑖, 𝑗) ∈ 𝑆 , its traffic demand 𝑙𝑖 𝑗
can be forwarded along one or more simple paths in 𝐺 . Such paths

may span over multiple edge networks, and are called interdomain

edge paths. Given a path 𝑝 , we use 𝑑𝑝 =
∑
𝑒∈𝑝 𝑑𝑒 , i.e., the sum of

latency of all links in the path, to denote its latency.

Each edge network 𝑘 has the autonomy to make policies to

decide for each link 𝑒 ∈ 𝐸𝑘 , whether it can be used to forward data

from 𝑖 to 𝑗 , and keeps such policies as private information, similar
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to other interdomain routing protocols (e.g., [27, 31]). Given a path

𝑝 connecting 𝑖 and 𝑗 , it is called a policy-compliant interdomain

edge path for traffic demand pair (𝑖, 𝑗) if and only if for each link

𝑒 in 𝑝 , the corresponding network’s policy allows 𝑒 to be used to

forward traffic from 𝑖 to 𝑗 . We use P𝑝𝑜𝑙
𝑖 𝑗

to denote the set of all

policy-compliant interdomain edge paths of traffic demand pair

(𝑖, 𝑗).
For each traffic demand pair (𝑖, 𝑗) ∈ 𝑆 , we use P𝑖 𝑗 to denote the

set of all policy-compliant interdomain edge paths in𝐺 that has an

end-to-end latency lower than or equal to its maximal allowable

latency, i.e., P𝑖 𝑗 = {𝑝 |𝑝 ∈ P𝑝𝑜𝑙
𝑖 𝑗

, 𝑑𝑝 ≤ 𝛼𝑖 𝑗𝑑𝐵𝑖 𝑗 }. For each 𝑝 ∈ P𝑖 𝑗 ,
we use 𝑦𝑝 to denote the amount of traffic demand pair (𝑖, 𝑗) to be

delivered along 𝑝 . For each link 𝑒 ∈ 𝐸 in the interdomain edge

network, we use 𝑥𝑒 to denote the total amount of traffic to be

delivered along 𝑒 . For presentation simplicity, we also introduce

vector notations x = [𝑥𝑒 ]𝑒∈𝐸 and y = [𝑦𝑝 ]𝑝∈∪(𝑖,𝑗 )∈𝑆 P𝑖 𝑗 .
For presentation simplicity, we use the maximal traffic load of

all edge peering links as the cost function, i.e., 𝑔(x) =𝑚𝑎𝑥𝑒∈𝐸𝑖𝑥𝑒 ,
We believe it is reasonable for EdgePeering, because it measures

the fairness (i.e., traffic load balance) among cross-domain traffic

forwarding. We will discuss more general cost functions later.

With these notations, we formally define the following problem

in EdgePeering:

Problem 1 (Optimal Low-Latency Routing Problem). Find
the optimal solution to the following optimization problem,

min 𝑔 (x) =𝑚𝑎𝑥𝑒∈𝐸𝐼 𝑥𝑒 , (1)

subject to, ∑︁
(𝑖,𝑗 )∈𝑆

∑︁
𝑝∈P𝑖 𝑗 : 𝑒∈𝑝

𝑦𝑝 ≤ 𝑥𝑒 ,∀𝑒 ∈ 𝐸, (2a)∑︁
𝑝∈P𝑖 𝑗

𝑦𝑝 ≥ 𝑙𝑖 𝑗 ,∀𝑖, 𝑗 ∈ 𝑆, (2b)

𝑥𝑒 ≥ 0,∀𝑒 ∈ 𝐸, (2c)

𝑦𝑝 ≥ 0,∀(𝑖, 𝑗) ∈ 𝑆, ∀𝑝 ∈ P𝑖 𝑗 , (2d)

where each edge network keeps its policy on what links can be used
to forward traffic for traffic demand pair (𝑖, 𝑗) private.

Equation (2a) ensures that for each link 𝑒 , the sum of the traffic

load of each path passing link 𝑒 does not exceed the amount of

assigned traffic load of link 𝑒 . Equation (2b) ensures that for each

traffic demand pair (𝑖, 𝑗), all its traffic demand 𝑙𝑖 𝑗 is allocated along

policy-compliant paths with latency no higher than 𝛼𝑖 𝑗𝑑
𝐵
𝑖 𝑗
. Note

the ≥ and ≤ in these two constraints can be replaced by = without

affecting the optimal solution. Equations (2c)(2d) specify that all

𝑥𝑒s and 𝑦𝑝s are non-negative.

The fundamental challenge of Problem 1 is that there is no global

view of any policy-compliant path due to the privacy policies of

edge networks. As such, we next design a novel distributed algo-

rithm to solve it.

3 A Distributed Algorithm for Optimal

Low-Latency Routing

The key steps of our distributed algorithm are summarized in

Algorithm 1. Specifically, it solves Problem 1 in three phase: node

clustering, local optimization, and aggregation. First, edge nodes in

𝐺 execute a distributed, randomized clustering protocol to form a

partition of clusters multiple times, based on the latencies among

Algorithm 1: An algorithm that solves Problem 1 dis-

tributively through clustering, local optimization, and dis-

tributed aggregation of local optimal solutions.

1 Initialization: 𝜆 ← 𝜖 (1−𝜖 )
(2−𝜖 ) (1+𝜖 ) ,𝑇 ←

24(1− 𝜖
2
) (1+𝜖 ) ln |𝐸 |
𝜖2

;

2 // Phase 1: Node Clustering
3 Construct𝑇 partitions sampled from (𝐷, 𝜆)-padded

decompositions ;

4 // Phase 2: Local Optimization
5 foreach 𝑡 ← 1, . . . ,𝑇 do

6 foreach cluster𝐶 ∈ C𝑡 do
7 The cluster head of𝐶 solves its Problem 2 and populates

the solution (x𝐶,𝑡 , y𝐶,𝑡 ) to all nodes in𝐶 ;

8 // Phase 3: Aggregation
9 foreach 𝑖 ∈ 𝑉 do

10 foreach 𝑒 = (𝑖, 𝑗) ∈ 𝐸 do

11 𝑇𝑖,𝑗 ← {𝑡 |∃𝐶 ∈ C𝑡 : 𝑖, 𝑗 ∈ 𝐶 };
12 𝑥̃𝑒 ← 1+𝜖

𝑇

∑︁
𝑡∈𝑇𝑖,𝑗

𝑥
𝐶𝑖,𝑡 ,𝑡
𝑒 ;

13 𝑇𝑖 ← {𝑡 |∃𝐶 ∈ C𝑡 : 𝐵 (𝑖, 𝐷) ⊆ 𝐶 };
14 foreach 𝑝 ∈ ∪P𝑖 𝑗 that passes 𝑖 do
15 𝑦̃𝑝 = 1

|𝑇𝑖 |
∑

𝑡∈𝑇𝑖 𝑦
𝐶𝑖,𝑡 ,𝑡

𝑝 ;

them, i.e., nodes in the same cluster are not too far from each other

in terms of latency. Second, in each partition, the head node of

each cluster constructs and solves a local optimal routing problem

without violating the private information of each network, and

sends the corresponding local result to the nodes in the same clus-

ter. In the end, each node independently take a weighted average

of the local results it receives to get the final routing and traffic

assignment.

3.1 Node Clustering

In the clustering phase, we execute a clustering protocol 𝑇 times

(Line 3) in concurrent to construct 𝑇 partitions of the complete

interdomain edge network𝐺 . Our goal is to partition𝐺 into smaller

clusters in each partition, where nodes in each cluster are not too

far in 𝐺 in terms of latency.

To this end, we leverage the notion of padded decomposition

[15, 20] in metric embedding theories [20]. Specifically, we assign

each node 𝑖 a unique identifier ID𝑖 that is comparable. Given a node

𝑖 in 𝐺 , we use 𝐵(𝑖, 𝑑) to denote the set of nodes in 𝐺 whom 𝑖 can

reach in a latency no more than 𝑑 , without considering the policy of

any network. Using 𝑑𝑖 𝑗 to represent the shortest latency from 𝑖 to 𝑗 ,

we have 𝐵(𝑖, 𝑑) = { 𝑗 | 𝑗 ∈ 𝑉 ,𝑑𝑖 𝑗 ≤ 𝑑}. We let 𝐷 = 𝑚𝑎𝑥 (𝛼𝑖 𝑗𝑑𝐵𝑖 𝑗 ), i.e.,
the largest maximal allowable latency of all traffic demand pairs.

A (𝐷, 𝜖)-padded decomposition, where 𝜖 ∈ (0, 1), is a probability
measure over the set of graph partitions, that for each 𝑖 ∈ 𝑉 , the
probability that all nodes in 𝐵(𝑖, 𝐷) are in the same cluster is at

least 1 − 𝜖 . That is, the closer 𝜖 gets to 0, the more likely it is that

nodes within a certain distance will be assigned to the same cluster,

and vice versa.

Our clustering protocol has two phases: advertising and selection.

In the advertising phase, each node 𝑖 broadcasts its ID𝑖 to all other

nodes in𝐵(𝑖, 𝑟𝑖 ), where the broadcast radius 𝑟𝑖 is𝑚𝑖𝑛(𝑧𝑖 , 𝑟 ln |𝑉 |+𝐷).
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Here, 𝑟 = 2𝐷
𝜖 , and 𝑧𝑖 is independently sampled from a distribution

with a probability density function 𝑝 (𝑧𝑖 ) = |𝑉 |
|𝑉 |−1 ·

𝑒−𝑧𝑖 /𝑟
𝑟 .

In the selection phase, from all the IDs it receives, each edge

node 𝑖 selects node 𝑗 with the smallest ID (e.g., ordered by ASCII

value) as its cluster head. Using metric embedding theories [20], we

can prove that for each run of our clustering protocol, the resulting

set of clusters is a partition of 𝐺 sampled from a (𝐷, 𝜖)-padded
decomposition partition.

3.2 Local Optimization

After constructing 𝑇 partitions of clusters, for each cluster, we let

its cluster head construct and solve a local convex programming

problem. Specifically, given a cluster 𝐶 , let 𝐸𝐶 be the set of links

whose both ends are in 𝐶 , i.e., 𝐸𝐶 = {(𝑖, 𝑗) | (𝑖, 𝑗) ∈ 𝐸, 𝑖, 𝑗 ∈ 𝐶} and
𝑆𝐶 be the set of all traffic demand pairs (𝑖, 𝑗) such that all nodes of

𝐵(𝑖, 𝐷) is fully contained in the cluster 𝐶 , i.e., 𝑆𝐶 = {(𝑖, 𝑗) | (𝑖, 𝑗) ∈
𝑆, 𝐵(𝑖, 𝐷) ⊂ 𝐶}. We construct a local optimal routing problem for𝐶 ,

which optimizes the same objective function as the global convex

programming in Problem 1, with three differences: (1) only decide

the routing and traffic assignments for traffic demand pairs in 𝑆𝐶 ;

(2) only decide the traffic assignments for links in 𝐸𝐶 , and (3) set

the traffic assignment for links in 𝐸 − 𝐸𝐶 to zero. Formally, this

problem is defined as follows.

Problem 2 (Local Optimal Routing Problem). Given a clus-
ter 𝐶 , find the optimal solution to the following problem:

min 𝑔 (x) =𝑚𝑎𝑥𝑒∈𝐸𝐼 𝑥𝑒 (3)

subject to,∑︁
(𝑖,𝑗 )∈𝑆𝐶

∑︁
𝑝∈P𝑖 𝑗 : 𝑒∈𝑝

𝑦𝑝 ≤ 𝑥𝑒 , ∀𝑒 ∈ 𝐸𝐶 , (4a)∑︁
𝑝∈P𝑖 𝑗

𝑦𝑝 ≥ 𝑙𝑖 𝑗 , ∀𝑖, 𝑗 ∈ 𝑆𝐶 , (4b)

𝑥𝑒 ≥ 0, ∀𝑒 ∈ 𝐸𝐶 , (4c)

𝑥𝑒 = 0, ∀𝑒 ∈ 𝐸 − 𝐸𝐶 , (4d)

𝑦𝑝 ≥ 0, ∀(𝑖, 𝑗) ∈ 𝑆𝐶 , ∀𝑝 ∈ P𝑖 𝑗 , (4e)

𝑦𝑝 = 0, ∀(𝑖, 𝑗) ∈ 𝑆/𝑆𝐶 , ∀𝑝 ∈ P𝑖 𝑗 . (4f)

The scale of the Problem 2 is much smaller than Problem 1,

however, how to construct is still an issue. Because nodes in the

same cluster 𝐶 are not necessarily in the same edge network, a

strawman approach that collects the topology and routing policy of

all nodes in 𝐶 to construct this convex programming model is not

feasible. To tackle this, for each partitioned cluster computed by

the cluster protocol in the previous phase, we use the latency and

routing information of nodes in the same cluster to construct a local

convex programming problem at its head, and let the head solve

it. Because edge nodes in the same cluster may belong to different

networks, we use a recursive query process similar to AODV [11]

and DSDV [25] to collect the necessary information in a path-

vector abstraction (e.g., the ALTO path vector extension [13, 17]) to

construct the local convex programming problem, while allowing

networks to keep their topology and policy information private.

Details of the query process can be found in [1].

For a given a cluster 𝐶 , we denote the optimal solution to its

Problem 2 as (x̃𝐶 , ỹ𝐶 ). After the head of 𝐶 computes (x̃𝐶 , ỹ𝐶 ), it
sends this solution to all other nodes in𝐶 . We use (x∗, y∗) to denote
the optimal solution to Problem 1, and prove that:

Theorem 1. Define x∗,𝐶 = [𝑥∗,𝐶𝑒 ]𝑒∈𝐸 such that 𝑥∗,𝐶𝑒 = 𝑥∗𝑒 if
𝑒 ∈ 𝐸𝐶 , and 0 otherwise. Then 𝑔(x̃𝐶 ) ≤ 𝑔(x∗,𝐶 ).

We prove it by showing that (x∗,𝐶 , [𝑦∗𝑝 ]𝑝 ) is a feasible solution
to Problem 2. Details can be found in [1].

3.3 Aggregating Local Optimals for Global

Optimization

After all cluster heads compute their local optimization problems

and send the results to other nodes in the clusters, each node com-

putes the final routing and traffic assignment decisions by taking a

weighted average of all its received local optimal solutions for each

decision variable 𝑥𝑒 and 𝑦𝑝 .

Specifically, each node 𝑖 counts that for each link (𝑖, 𝑗) ∈ 𝐸, which
partitions have a cluster that contains both 𝑖 and 𝑗 , denoted as 𝑇𝑖, 𝑗
(Line 11), and which partitions have a cluster that contains the ball

𝐵(𝑖, 𝐷), denote as 𝑇𝑖 (Line 13) Note that for any (𝑖, 𝑗) ∈ 𝐸, 𝑇𝑖 ⊆ 𝑇𝑖, 𝑗 .
With these results, node 𝑖 computes 𝑥𝑒 for each link 𝑒 = (𝑖, 𝑗)
as the average of all local solutions of 𝑒 in iterations where 𝑖 , 𝑗

are in the same cluster, i.e., 𝑥𝑒 = 1+𝜖
𝑇

∑
𝑡 ∈𝑇𝑖,𝑗 𝑥

𝐶𝑖,𝑡 ,𝑡
𝑒 , where 𝑥

𝐶𝑖,𝑡 ,𝑡
𝑒

is the solution of the cluster that contains 𝑖 in the 𝑡-th partition

(Line 12). Node 𝑖 also computes 𝑦𝑝 for all paths passing 𝑖 in a

similar way (Line 15). The vector (x̃ = [𝑥𝑒 ]𝑒 , ỹ = [𝑦𝑝 ]𝑝 ) is then the

solution Algorithm 1 computes for the global routing problem (i.e.,
Problem 1).

We next analyze the performance of Algorithm 1. First, Algo-

rithm 1 has a low time complexity. Specifically, in Algorithm 1, in

total there are a polynomial number of local convex programming

problems to solve (i.e., bounded by 𝑂 ( |𝑉 | ·𝑇 ), the number of edge

nodes in 𝐺 times the number of partitions). None of any two these

local problems is coupled. As such, each can be solved in polyno-

mial time, and in parallel, at the corresponding cluster center. In

addition, the population of the optimal solutions to local problems

also takes a polynomial time because (1) populating the solution to

any local problem is bounded by 𝑂 ( |𝐸 |)), and (2) the solutions to

all local problems can be populated in parallel.

In addition to low computation complexity, we also prove:

Theorem 2. Suppose the objective function 𝑔(x) is convex
partitionable[12]. Let (x̃, ỹ) be the solution computed by Algorithm 1,
it is a solution to Problem 1 with high probability (i.e., 1 − 1

|𝐸 |2 ), and

has an approximation ratio of 1 + 𝜖 , i.e., 𝑔 (x̃)
𝑔 (x∗) ≤ (1 + 𝜖).

The proof is omitted due to space limit, and can be found in [1].

This shows the generality of Algorithm 1: it computes a (1 + 𝜖)-
approximated solution to Problem 1 for any cost function that is

convex partitionable. Thismeans that in practice, network providers

can negotiate to collaboratively optimize diverse cost functions. For

example, not only is 𝑔(x) = 𝑚𝑎𝑥𝑒∈𝐸𝐼 𝑥𝑒 convex partitionable, so

are the maximal traffic assignment of any set of links in 𝐺 , i.e.,
𝑔 =𝑚𝑎𝑥𝑒∈𝐸𝑎,𝐸𝑎⊂𝐸 (𝑥𝑒 ) and the weighted sum of traffic assignment

of any set of links in 𝐺 , i.e., 𝑔 =
∑
𝑒∈𝐸𝑎,𝐸𝑎⊂𝐸 (𝑤𝑒𝑥𝑒 ). As such, they

can also be optimized by Algorithm 1.

4 Performance Evaluation

We implement a prototype of EdgePeering, and evaluate its per-

formance with extensive experiments using real-world topologies.



Interdomain EdgePeering NAI ’22, August 22, 2022, Amsterdam, Netherlands

We aim to answer the following questions. (1) What is the perfor-

mance of Algorithm 1 in finding optimal solutions for the optimal

low-latency routing problem in interdomain edge networks? (2)

Can EdgePeering scale to large networks with low overhead?

4.1 Experiment Settings

Network topology.We use the topology of 243 real networks of

various sizes from Topology Zoo [19] and Rocketfuel [3] as the

topologies of interdomain edge networks in our experiments. We

focus on the scenario where the latency of EdgePeering can be

lower than that of the backbone network. In these topologies, the

number of nodes ranges from 4 to 96, and the number of links

ranges from 4 to 97. When evaluating EdgePeering’s scalability

later, we add another 10 larger topologies. The largest ones have

127 nodes and 129 links, 113 nodes and 183 edges, respectively.

Experiment parameters. We divide the nodes into 6 ASes for

each topology and set the lower bound of latency of each link as

10, and the upper bound as 300. For each topology, we randomly

select 10% of the links as edge peering links.

For each topology, we randomly select 80% of node pairs as the

set of traffic demand pairs. For each traffic demand pair (𝑖, 𝑗), we
randomly assign its traffic demand from a uniform distribution

between 50 and 100. We use 2 times of its lowest latency in the

topology to approximate its maximal allowable latency. To simulate

the policies of different network providers, among all paths con-

necting 𝑖 and 𝑗 with a latency smaller than its maximal allowable

latency, we randomly select 50% (30%) of them as policy-compliant

interdomain edge paths in the topology with ≤ 20 (> 20) nodes.

In our prototype, we use Gurobi [2] as the solver. We conduct

experiments with 𝑔 =𝑚𝑎𝑥𝑒∈𝐸𝐼 𝑥𝑒 and 𝑔 =
∑
𝑒∈𝐸 𝑥𝑒 as the objective

functions. We set 𝜖 to be {0.3, 0.5, 0.7, 0.9}. For each choice of 𝜖 , we

repeat the experiment for each topology 5 times and measure the

average result.

4.2 Results

We only present the results with 𝑔 = 𝑚𝑎𝑥𝑒∈𝐸𝐼 𝑥𝑒 , and omit the

results with 𝑔 =
∑
𝑒∈𝐸 𝑥𝑒 because they show similar trends in all ex-

periments. We present results on both performance and scalability

of EdgePeering.

Performance. We study the performance of EdgePeering by com-

paring the value of the objective function 𝑔(x̃) computed by Al-

gorithm 1 and the actual optimal objective function value 𝑔(x∗)
computed by directly solving Problem 1.

Figure 3 shows the ratio of 𝑔(x̃) over 𝑔(x∗) (i.e., the approxi-

mation ratio of Algorithm 1). Figure 3a plots the relation between

this ratio and the size of topology, and Figure 3b gives the CDF of

the ratio in all experiments. We observe that this ratio is bounded

by 1 + 𝜖 and independent from the size of topology. As such, we

conclude that EdgePeering has a good performance across various

topologies and settings.

Scalability overhead. To study the scalability of EdgePeering, we

analyze its overhead in three key aspects: the number of messages

needed for clustering, the number of local problems to be solved,

and the scale of these local problems. As noted earlier, we add 10

larger topologies with at most 127 nodes and 129 links, 113 nodes

and 183 edges for stress test.

(a) The impact of topology size on

𝑔 (x̃)
𝑔 (x∗ ) .

(b) The CDF of
𝑔 (x̃)
𝑔 (x∗ ) in all experi-

ments.

Figure 3: The performance of Algorithm 1 vs. the global optimal solution.

(a) The impact of topology size on

the average number of clusteringmes-

sages.

(b) The CDF of the average number

of clustering messages of each node.

Figure 4: The average number of clustering messages each node sends.

Figure 4 studies the average number of messages each node sends

(including originating and forwarding) in the clustering protocol

to form a partition. Figure 4a plots this number versus the size

of topology, and Figure 4b plots the CDF of the average number

of messages. We see that the average number of messages each

node sends in general increases as the number of nodes in the

topology increases, and is not affected by 𝜖 . The high peaks in

smaller topologies are caused by the richer connectivity (i.e., higher
average node degrees) in them. Even in the worst case, each node

sends less than 1.4k messages on average to form a cluster, showing

that the clustering message overhead of EdgePeering is reasonably

low.

Figure 5 studies the number of local convex programming prob-

lems in each experiment, which equals the number of clusters in

each experiment. Specifically, Figure 5a plots the relation between

the number of local problems and the size of topology. We see that

this metric increases linearly with topology size, and decreases as

𝜖 increases. The largest number of local problems needed is less

than 3.5k, for a topology with 109 nodes and 200 links, and 𝜖 = 0.3,

because it has more links. Figure 5b further gives the CDF of the

number of problems. We see that even when 𝜖 is slightly large

(e.g., > 0.3), 80% of topologies only need to solve less than 1k local

problems.

Figure 6 shows the average scale of local problems in all experi-

ments measured as the average number of constraints of each local

problem, which roughly equals the average number of variables in

a problem. Figure 6a plots the relation between the number of local

problems and the size of topology. We see the problem scale in-

creases approximately linearly with topology size, with the largest

scale having less than 6k constraints in the largest topology of 127

nodes and 129 links. Figure 6b shows the CDF of the average scale

of local problems. It shows that the scale of local problems is less
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(a) The impact of topology size on the

number of local problems.

(b) The CDF of the number of local

problems in all experiments.

Figure 5: The number of local convex programming problems each experi-

ment needs to solve.

(a) The impact of topology size on the

scale of local problems.

(b) The CDF of the scale of local prob-

lems.

Figure 6: The scale of local problems in all experiments.

than 2k constraints in 90% of the experiments. Given the polyno-

mial nature of linear programming and the maturity of LP solvers,

we conclude that the computation overhead of EdgePeering is also

reasonable.

Through these results, we see that the overhead of EdgePeering

increases slowly as the network scale increases. As such, we draw

the conclusion that EdgePeering has the potential to scale to very

large interdomain edge networks.

5 Discussion

Incremental deployment. EdgePeering may seem to be hard to

scale, troubleshoot or manage release version across different edge

networks. However, EdgePeering does not require full deployment

at all networks to reduce the latency of end-to-end communication.

It can be deployed incrementally at networks interconnected by

edge peering links, and help reduce the communication latency

among devices connected to both networks.

Incremental integration with software-defined networking

(SDN). In an interdomain edge network where some edge networks

use SDN, EdgePeering can extend the algorithm to let the SDN

controllers interact with edge nodes of neighboring networks to

sample node clustering, perform local optimization and aggregating

the local solutions.

Negotiate offline to solve problems arising from interdomain

collaboration. Because there are multiple network providers in-

volved in EdgePeering, such interdomain collaboration may cause

safety and regulation issues (e.g., security vulnerabilities, responsi-

bility distribution issues, pricing policies, bandwidth guarantees,

leases and architecture adjustments). As such, providers need to pay

special attention to the offline negotiation process of EdgePeering

and their intradomain traffic forwarding policies. For offline nego-

tiation, providers may refer to the typical customer-peer-provider

relationship between ASes and the negotiation process used in

MIRO [30], ARROW [26] and REIN [29] as references. For intrado-

main traffic forwarding policies, providers can apply their internal

traffic engineering algorithms to treat their internal traffic with a

high priority, and decide which routes have spare capacities for

forwarding interdomain traffic in EdgePeering. We leave the full in-

vestigation of the negotiation process and the intradomain policies

as future work.

6 Related Work

Efforts to reduce the end-to-end latency in cellular networks

share a common basic principle: avoid sending the traffic through

the backbone networks. Some design MANET protocols [11, 18,

28] to route traffic through end devices but sacrifice scalability.

Others introduce servers at edges to coordinate the routing among

devices [22, 32]. They cannot respond quickly to highly-dynamic 5G

environments. Network providers deploy their own edge networks

[5, 14]. But it requires significant investment and cannot reduce the

latency among devices connected to different providers. In contrast,

EdgePeering lets different edge networks form an interdomain edge

network for traffic forwarding, avoiding the scalability issue and

reducing the cost.

Multiple systems have been proposed to pool the resources of

multiple networks together to improve the overall performance

[16, 21, 28, 29]. REIN [29] allows two networks (e.g., AT&T and

Sprint) to use the infrastructure of each other as a backup to improve

the network reliability of each other. The LHC project [21] uses

distributed resources from research agencies all over the world

to perform exascale data analytics. To the best of our knowledge,

EdgePeering is the first to let edge networks share resources to

collaboratively forward end-to-end traffic along low-latency paths.

7 Conclusion

We propose EdgePeering to tackle the low-latency end-to-end

communication challenge of 5G. It allows different edge networks

to forward traffic collaboratively along low-latency paths. Extensive

evaluation shows its feasibility and benefits.
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